1. **CONFIGURARE MYSQL**

* deschidem MySql
* creem Baza de date ”AdrianGym”
* creem user ”Radu” pentru aceasta baza de date - Gives all privileges to the new user

Nu este nevoie sa creem tabele deoarece Hibernate stie sa creeze tabele din clasele Entity (Membru) daca configuram : spring.jpa.hibernate.ddl-auto=update

Hibernate automatically translates the entity into a table.

1. **Create the Repository - MembruRepository.java**

You need to create the repository that holds user records, as the following listing

import .......Membru;

// This will be AUTO IMPLEMENTED by Spring into a Bean called membruRepository

// CRUD refers Create, Read, Update, Delete

public interface MembruRepository extends CrudRepository<Membru, Long> {

}

Deci in repository noi importam clasa noastra entity (Membru) si definim interfata MembruRepository extends CrudRepository. Spring va crea el automat un bean ( membruRepository) care va crea instantele Membru. ( bean este un sablon dupa care se creeaza instantele). Cum era la noi repository.save(newMembru) nu e nevoie sa implementam save deoarece el se genereaza automat.

Spring automatically implements this repository interface in a bean that has the same name (with a change in the case — it is called  membruRepository.

1. Testare User

* lansez Mysql din XAMPP
* Cmd in c:\xampp\mysql\bin
* c:\xampp\mysql\bin\>mysql -u radu -p12345
* MariaDB [(none)]> show databases;

1. Install mvn ( pentru creare fisier war la instalare pe server extern)

mvn clean install

[Maven – Installing Apache Maven](https://maven.apache.org/install.html)

> set JAVA\_HOME="C:\Program Files (x86)\Java\jre1.8.0\_281"

> set M2\_HOME="C:\Program Files\apache-maven-3.8.1"

- looking at "Environment Variables" inside "System Properties"

1. Kill a port

**taskkill /pid xxxx /f**

**( sau npx kill-port 8080** – trebuie instalat npm )

**Comenzi MySql Command lines:**

**USERS :**

List all users:  **SELECT User,Host FROM mysql.user;**

Create new user: **CREATE USER 'username'@'localhost' IDENTIFIED BY 'password';**

 **CREATE USER 'radu'@'%' IDENTIFIED BY '12345';**

DROP USER 'radu';

Grant **ALL** access to user for **\*** tables: **GRANT ALL ON database.\* TO 'user'@'localhost';**

**GRANT ALL ON sala.\* TO 'radu'@'%';**

Vezi :

[**MySQL CLI Cheatsheet · GitHub**](https://gist.github.com/hofmannsven/9164408)

**Tabele Aplicatie**

|  |  |  |
| --- | --- | --- |
|  |  |  |
| **Tabela Membru** |  | * Relatie 1🡪 n cu tabela Abonati |
| **Camp** | **Tip** | **Explicatii** |
| Id | N(8) |  |
| Nume | n(8) |  |
| Prenume | N(5) |  |
| Telefon | C(6) |  |
| dataNastere | D | Data nastere |
| data | D | Data de cand e membru |
| Discount | N(3) |  |
| Observatii | C(100) | Observatii ex. probleme sanatate |

|  |  |  |
| --- | --- | --- |
| **Tabela TipAbonament** |  | * Relatie 1🡪 n cu tabela Abonati |
| **Camp** | **Tip** | **Explicatii** |
| Id | N(8) |  |
| Denumire | C(50) | Denumire abonament |
| Durata | N(3) | Durata abonament in zile |
| NrSedinte | N(3) | \*pun 999 daca e nelimitat |
| DataStart | D | Data de cand e valabil acest tip.ab. |
| DataSfarsit | D | Data sfarsi e valabilitate acest tip.ab. |
| Valoare | N(5) | Valoare default |
| Observatii | C(50) |  |

|  |  |  |
| --- | --- | --- |
| **Tabela Abonati**  **( Istoric Abonati)** |  |  |
| **Camp** | **Tip** | **Explicatii** |
| Id | N(8) |  |
| IdMembru | N(8) |  |
| IdTipAbonament | N(8) |  |
| NumeMembru | C(50) | Nume+Prenume |
| DenumireAbonament | C(50) |  |
| DataStart | D | Data inceput ab. |
| DataSfarsit | D | Data sfarsit ab. |
| Valoare | n(5) |  |
| Observatii | C(100) |  |

\*NumeMembru - desi pare informatie redundanta e utila mai ales la femei care-si schimba numele

\*DenumireAbonament - Informatie redundanta dar BD fiind mica e utila cand mai uit doar in aceasta tabela

**SPRING BOOT**

**Apache Maven is a software project management and comprehension tool. Based on the concept of a project object model (POM), Maven can manage a project's build, reporting and documentation from a central piece of information.**

1. **Dependencies**

spring-boot-starter-tomcat

* The **Apache HTTP Server**  is a [free and open-source](https://en.wikipedia.org/wiki/Free_and_open-source) [cross-platform](https://en.wikipedia.org/wiki/Cross-platform) [web server](https://en.wikipedia.org/wiki/Web_server) software, released under the terms of [Apache License](https://en.wikipedia.org/wiki/Apache_License) 2.0. Apache is developed and maintained by an open community of developers under the auspices of the [Apache Software Foundation](https://en.wikipedia.org/wiki/Apache_Software_Foundation).
* [Apache Tomcat](https://en.wikipedia.org/wiki/Apache_Tomcat) - another web server developed by the Apache Software Foundation

spring-boot-starter-hateoas

**Hypermedia as the Engine of Application State** (**HATEOAS**) is a constraint of the [REST application architecture](https://en.wikipedia.org/wiki/Representational_state_transfer) that distinguishes it from other network application architectures.

With HATEOAS, a client interacts with a network application whose application servers provide information dynamically through [hypermedia](https://en.wikipedia.org/wiki/Hypermedia). A REST client needs little to no prior knowledge about how to interact with an application or server beyond a generic understanding of hypermedia.

tomcat-embed-jasper

Tomcat 9.0 uses the Jasper 2 JSP Engine to implement the [JavaServer Pages 2.3](https://wiki.apache.org/tomcat/Specifications) specification. (.JSP files)

org.projectlombok

The **Project Lombok** (also known as **Lombok**) is a Java library and annotation processor for the Java platform. The library core features can be used by any Java application, but there are some requirements to make it work with Integrated development environments such IntelliJ IDEA or Eclipse IDE.

The main feature of **Lombok** is to automate the generation of Java Beans getters and setters by using annotations.

**spring-boot-starter-thymeleaf**

Thymeleaf is a Java XML/XHTML/HTML5 template engine that can work both in web (servlet-based) and non-web environments. It is better suited for serving XHTML/HTML5 at the view layer of MVC-based web applications, but it can process any XML file even in offline environments. It provides full Spring Framework integration.

In web applications Thymeleaf aims to be a complete substitute for [JavaServer Pages](https://en.wikipedia.org/wiki/JavaServer_Pages" \o "JavaServer Pages) (JSP), and implements the concept of *Natural Templates*: template files that can be directly opened in browsers and that still display correctly as web pages.

Thymeleaf is [open-source software](https://en.wikipedia.org/wiki/Open-source_software), licensed under the [Apache License 2.0](https://en.wikipedia.org/wiki/Apache_License_2.0).

javax.servlet

The javax.servlet package contains a number of classes and interfaces that describe and define the contracts between a servlet class and the runtime environment provided for an instance of such a class by a conforming servlet container.

### What Is a Servlet?

A **servlet** is a Java programming language class that is used to extend the capabilities of servers that host applications accessed by means of a request-response programming model. Although servlets can respond to any type of request, they are commonly used to extend the applications hosted by web servers. For such applications, Java Servlet technology defines HTTP-specific servlet classes.

The javax.servlet and javax.servlet.http packages provide interfaces and classes for writing servlets. All servlets must implement the Servlet interface, which defines life-cycle methods. When implementing a generic service, you can use or extend the GenericServlet class provided with the Java Servlet API. The HttpServlet class provides methods, such as doGet and doPost, for handling HTTP-specific services.

**hibernate-entitymanager**

## How does JPA/Hibernate Work?

Databases are designed with Tables/Relations. Java objects are designed using OOPS. We would want to store the data from objects into tables and vice-versa.

Earlier approaches involved writing SQL Queries. JDBC, Spring JDBC and myBatis were popular approaches.

However, JPA evolved as a result of a different thought process.

***How about mapping the objects directly to tables/relationships?***

This Mapping is also called ORM - Object Relational Mapping. Before JPA, ORM was the term more commonly used to refer to these frameworks. Thats one of the reasons, Hibernate is called a ORM framework.

JPA allows to map application classes to tables in database.

* Entity Manager - Once the mappings are defined, entity manager can manage your entities. Entity Manager handles all interactions with the database
* JPQL (Java Persistence Query Language) - Provides ways to write queries to execute searches against entities. Important thing to understand is the these are different from SQL queries. JPQL queries already understand the mappings that are defined between entities. We can add additional conditions as needed.
* Criteria API defines a Java based API to execute searches against databases.

## JPA vs Hibernate

Hibernate is one of the most popular ORM frameworks.

JPA defines the specification. It is an API.

* How do you define entities?
* How do you map attributes?
* How do you map relationships between entities?
* Who manages the entities?

Hibernate is one of the popular implementations of JPA.

* Hibernate understands the mappings that we add between objects and tables. It ensures that data is stored/retrieved from the database based on the mappings.
* Hibernate also provides additional features on top of JPA. But depending on them would mean a lock in to Hibernate. You cannot move to other JPA implementations like Toplink.

# Spring Data JPA – Query Methods

Query methods are defined in Responsitory interfaces. A repository interface is a java interface directly or indirectly extended from Spring Data org.springframework.data.repository.Repository (note: this is a marker interface). Spring Data provides pre-defined interfaces like  [CrudRepository](https://www.amitph.com/spring-data-jpa-query-methods/#2_CrudRepository)  or [PagingAndSortingRepository](https://www.amitph.com/spring-data-jpa-query-methods/#3_PagingAndSortingRepository) both of them are sub-interfaces of Repository. There are few pre-defined methods in the Repository interfaces. The important thing is the method names have to follow a standard structure and if they do, spring will use it to derive low level sql query at runtime.

public interface CrudRepository<T, ID>

extends Repository<T, ID> {

<S extends T> S save(S var1);

<S extends T> Iterable<S> saveAll(Iterable<S> var1);

Optional<T> findById(ID var1);

boolean existsById(ID var1);

Iterable<T> findAll();

Iterable<T> findAllById(Iterable<ID> var1);

long count();

void deleteById(ID var1);

void delete(T var1);

void deleteAll(Iterable<? extends T> var1);

void deleteAll();

}

@NoRepositoryBean

public **interface** **PagingAndSortingRepository**<**T**, **ID**> **extends** **CrudRepository**<**T**, **ID**> {

Iterable<T> **findAll**(Sort var1);

Page<T> **findAll**(Pageable var1);

}

*HTML*

**Marcaje de bază**

|  |  |
| --- | --- |
| <HTML> </HTML> | Defineşte un fişier în format Web |
| <HEAD> </HEAD> | Antetul documentului |
| <TITLE> </TITLE> | Tilul documentului |
| <BODY> </BODY> | Corpul paginii HTML |
| BGCOLOR = culoare | Culoarea de fond a paginii |
| TEXT=culoare | Culoarea textului pe pagină |
| LINK=culoare | Culoarea legăturiilor nevizitate din pagină |
| VLINK=culoare | Culoarea legăturiilor vizitate din pagină |
| ALINK=culoare | Culoarea legăturiilor pe durata clicului executat de utilizator |
| BACKGROUND = url | Imaginea de fond pentru pagină |
| <P> | Paragraf |
| <Hn> <Hn> | Nivel de subtitlu al documentului (n = 1-6) |
| <FONT> </FONT> | Specifică atribute ale textului încadrat |
| SIZE=n | Dimensiunea textului este 1-7 |
| FACE="a,b" | Specifică fontul: a, dacă este disponibil, sau b |
| COLOR=s | Culoarea textului: fie un nume de culoare, fie o valoare RGB |
| <BR> | Linie nouă |
| <PRE> </PRE> | Informaţie preformatată |
| <!-- --> | Comenatriu HTML |
| <CENTER> </CENTER> | Centrează materialul în pagină |
| <HR> | Riglă orizontală |
| SIZE=x | Înălţimea riglei în pixeli |
| WIDTH=x | Lăţimea riglei în pixeli sau în procente |
| NOSHADE | Dezactivează afişarea umbrei pentru rigla orizontală |
| ALIGN=x | Alinierea riglei orizontale în pagina (left, center, right) |
| COLOR=x | Culoarea riglei orizontale (numai pentru IE) |
| <A> </A> | Marcaj de tip ancoră |
| HREF=url | Referinţă hipertext |
| HREF=#nume | Referinţă către o ancoră internă |
| Name=nume | Definiţia unei ancore interne |
| <sup></sup> | Text exponenţial, superscript. Exp: 23 se scrie 2<sup>3</sup> |
| <sub></sub> | Tagul subscript. Exp: H2O se scrie H<sub>2</sub>O |

**Marcaje pentru liste**

|  |  |
| --- | --- |
| <DD> | Descriere definiţie |
| <DL> </DL> | Lista de tip definiţie |
| <DT> | Termen de definiţie |
| <LI> | Element de listă |
| <OL> | Listă ordonată (numerotată) |
| TYPE=tip | Tipul numerotării. Valori posibile: A, a, I, i, 1 |
| START=x | Numărul de început al listei ordonate |
| <UL> | Listă neordonată (marcată) |
| TYPE=formă | Forma marcajului. Valori posibile: circle, square, disc. |

**Formatarea caracterelor**

|  |  |
| --- | --- |
| <B> </B> | Afişează text cu caractere aldine |
| <I> </I> | Afişează text cu caractere cursive |
| <U> </U> | Afişează text subliniat |
| <TT> </TT> | Text cu font monospaţiu |
| <CITE> </CITE> | Citare bibliografică |
| <CODE> </CODE> | Listing de program |
| <EM> </EM> | Stil logic de evidenţiere |
| <KBD> </KBD> | Text de la tastatură |
| <STRONG> </STRONG> | Evidenţiere logică puternică |
| <VAR> </VAR> | Program sau variabilă |
| <BASEFONT SIZE = n> | Specifică dimensiunea implicită a fontului din pagină |

**Marcaje pentru cadre**

|  |  |
| --- | --- |
| <FRAMESET> </FRAMESET> | Definirea redactării paginii |
| COLS=x | Numărul şi mărimea relativă a coloanelor |
| ROWS=x | Numărul şi mărimea relativă a liniilor |
| BORDER=x | Specifică starea "on" (activă) sau "off" (inactivă) pentru chenarul cadrului FRAMESET (1 sau 0) |
| FRAMEBORDER = x | Specifică mărimea chenarului |
| FRAMESPACING = x | Mărimea spaţiului dintre două cadre adiacente |
| <FRAME> | Definiţia unui anumit cadru |
| SRC=url | URL-ul sursă pentru cadru |
| NAME=nume | Numele cadrului (utilizat împreună cu TARGET=nume ca parte componentă a marcajului de tip ancoră<a> |
| SCROLLING=scrl | Defineşte opţiunea barei de derulare.Valori posibile: on(activă), off(inactivă), auto (automat) |
| FRAMEBORDER=x | Mărimea chenarului din jurul cadrului |
| MARGINHEIGHT=x | Spaţiul suplimentar de deasupra şi dedesubtul unui anumit cadru |
| MARGINWIDTH=x | Spaţiu suplimetar la stânga şi la dreapta unui anumit cadru |
| <NOFRAMES> </NOFRAMES> | Secţiunea de pagină afişată pentru utilizatorii care nu pot vedea un cadru |
| <IFRAME> | Cadru intern (numai pentru IE) |
| SRC=url | Sursa cadrului |
| NAME=s | Numele ferestrei (util pentru TARGET) |
| HEIGHT=x | Înăţtimea cadrului înglobat |
| WIDTH=x | Lăţimea cadrului înglobat |

**Marcaje pentru tabele**

|  |  |
| --- | --- |
| <TABLE> </TABLE> | Tabel HTML |
| BORDER=x | Chenarul tabelului |
| CELLPADDING=x | Spaţiul suplimentar în cadrul celulelor tabelului |
| CELLSPACING=x | Spaţiul suplimentar între celulele tabelului |
| WIDTH=x | Lăţimea impusă tabelului |
| FRAME=valoare | Ajustarea fină a tabelului |
| RULES=valoare | Ajustarea fină a riglelor tabelului |
| BORDERCOLOR = culoare | Specifică culoarea chenarului tabelului |
| BORDERCOLORLIGHT = culoare | Cea mai deschisă culoare din cele două culori specificate |
| BORDERCOLORDARK = culoare | Cea mai închisă culoare din cele două culori specificate |
| ALIGN=left | Aliniază tabelul la marginea din stânga a paginii, iar textul curge în partea dreaptă |
| ALIGN=right | Aliniază tabelul la marginea din dreapta a paginii, iar textul curge în partea stângă |
| HSPACE=x | Spaţiu suplimetar pe orizontală în jurul tabelului |
| VSPACE=x | Spaţiu suplimetar pe verticală în jurul tabelului |
| COLS=x | Specifică numărul de coloane ale unui tabel |
| <COLGROUP> </COLGROUP> | Defineşte un set de definiţii de coloane cu ajutorul marcajului <col> |
| <COL WIDTH=x> | Defineşte lăţimea unei coloane exprimată în pixeli |
| <THEAD> </THEAD> | Defineşte titlul tabelului |
| <BODY> </TBODY> | Defineşte corpul tabelului |
| <TR> </TR> | Linie de tabel |
| BGCOLOR=culoare | Specifică culoarea de fond pentru întreaga linie |
| ALIGN=aliniere | Alinierea celulelor de pe linia curentă (left, center, right) |
| <TD> </TD> | Celula de date a tabelului |
| BGCOLOR=culoare | Specifică culoarea de fond pentru celula de date |
| COLSPAN=x | Numărul de coloane pe care se întinde celula curentă de date |
| ROWSPAN=x | Numărul de linii pe care se întinde celula curentă de date |
| ALIGN=aliniere | Alinierea materialului din cadrul celulei de date.Valori posibile: (left, right, center) |
| VALIGN=aliniere | Alinierea pe verticală a materialului din cadrul celulei de date.Valori posibile: (top, bottom, middle) |
| BACKGROUND=url | Specifică imaginea de fond pentru celula tabelului |
| NOWRAP | Nu permite despărţirea textului pe linii în cadrul unei celule |
| ALIGN=baseline | Aliniază celule de date cu linia de bază a textului adiacent |
| ALIGN=caracter | Aliniază o coloană faţă de un anumit carcater (caracterul prestabilit este ".") |
| ALIGN=justify | Aliniază atât marginea din stânga cât şi marginea din dreapta a unui text |

**Adăugarea imaginilor**

|  |  |
| --- | --- |
| <IMG > | Marcajul de introducere a imaginilor |
| SRC=url | Sursa fişierului grafic |
| ALT=text | Textul alternativ de afişat, dacă este necesar |
| ALIGN=aliniere | Alinierea imaginii în pagină. Valori posibile: top (sus), middle (în mijloc), bottom (jos), left (în stânga), right (la dreapta) |
| HEIGHT=x | Înălţimea imaginii (în pixeli) |
| WIDTH=x | Lăţimea imaginii |
| BORDER=x | Chenarul din jurul imaginii, atunci când aceasta este utilizată ca hiperlegătură |
| HSPACE=x | Spaţiul suplimentar pe orizontală din jurul imaginii (în pixeli) |
| VSPACE=x | Spaţiul suplimentar pe verticală din jurul imaginii (în pixeli) |

*Thymeleaf*

Note that Thymeleaf has integrations for both versions 3.x and 4.x of the Spring Framework, provided by two separate libraries called **thymeleaf-spring3** and **thymeleaf-spring4**. These libraries are packaged in separate **.jar** files (**thymeleaf-spring3-{version}.jar** and **thymeleaf-spring4-{version}.jar**) and need to be added to your classpath in order to use Thymeleaf’s Spring integrations in your application.

Quick summary of the Standard Expression features:

* Simple expressions:
  + Variable Expressions: **${...}**
  + Selection Variable Expressions: **\*{...}**
  + Message Expressions: **#{...}**
  + Link URL Expressions: **@{...}**
* Literals
  + Text literals: **'one text'**, **'Another one!'**,…
  + Number literals: **0**, **34**, **3.0**, **12.3**,…
  + Boolean literals: **true**, **false**
  + Null literal: **null**
  + Literal tokens: **one**, **sometext**, **main**,…
* Text operations:
  + String concatenation: **+**
  + Literal substitutions: **|The name is ${name}|**
* Arithmetic operations:
  + Binary operators: **+**, **-**, **\***, **/**, **%**
  + Minus sign (unary operator): **-**
* Boolean operations:
  + Binary operators: **and**, **or**
  + Boolean negation (unary operator): **!**, **not**
* Comparisons and equality:
  + Comparators: **>**, **<**, **>=**, **<=** (**gt**, **lt**, **ge**, **le**)
  + Equality operators: **==**, **!=** (**eq**, **ne**)
* Conditional operators:
  + If-then: **(if) ? (then)**
  + If-then-else: **(if) ? (then) : (else)**
  + Default: **(value) ?: (defaultvalue)**

All these features can be combined and nested:

**4.1 Messages**

As we already know, **#{...}** message expressions allow us to link this:

<p th:utext="#{home.welcome}">Welcome to our grocery store!</p>

…to this:

home.welcome=¡Bienvenido a nuestra tienda de comestibles!

# *Standard URL Syntax*

The Thymeleaf standard dialects –called Standard and SpringStandard– offer a way to easily create URLs in your web applications so that they include any required URL preparation artifacts. This is done by means of the so-called link expressions, a type of Thymeleaf Standard Expression: **@{...}**

## *Absolute URLs*

Absolute URLs allow you to create links to other servers. They start by specifying a protocol name (**http://** or **https://**)

<a th:href="@{http://www.thymeleaf/documentation.html}">

They are not modified at all (unless you have an URL Rewriting filter configured at your server and performing modifications at the **HttpServletResponse.encodeUrl(...)** method):

<a href="http://www.thymeleaf/documentation.html">

## *Context-relative URLs*

The most used type of URLs are context-relative ones. These are URLs which are supposed to be relative to the web application root once it is installed on the server. For example, if we deploy a **myapp.war** file into a Tomcat server, our application will probably be accessible as **http://localhost:8080/myapp**, and **myapp** will be the context name.

Context-relative URLs start with **/**:

<a th:href="@{/order/list}">

If our app is installed at **http://localhost:8080/myapp**, this URL will output:

<a href="/myapp/order/list">

## *Server-relative URLs*

Server-relative URLs are very similar to context-relative URLs, except they do not assume you want your URL to be linking to a resource inside your application’s context, and therefore allow you to link to a different context in the same server:

<a th:href="@{~/billing-app/showDetails.htm}">

The current application’s context will be ignored, therefore although our application is deployed at **http://localhost:8080/myapp**, this URL will output:

<a href="/billing-app/showDetails.htm">

## *Protocol-relative URLs*

Protocol-relative URLs are in fact absolute URLs which will keep the protocol (HTTP, HTTPS) being used for displaying the current page. They are typically used for including external resources like styles, scripts, etc.:

<script th:src="@{//scriptserver.example.net/myscript.js}">...</script>

…which will render unmodified (except for URL rewriting), like:

<script src="//scriptserver.example.net/myscript.js">...</script>

## *Adding parameters*

How do we add parameters to the URLs we create with **@{...}** expressions? Simple:

<a th:href="@{/order/details(id=3)}">

Which would output as:

<a href="/order/details?id=3">

You can add several parameters, separating them with commas:

<a th:href="@{/order/details(id=3,action='show\_all')}">

Which would output as:

<!-- Note ampersands (&) should be HTML-escaped in tag attributes... -->

<a href="/order/details?id=3&amp;action=show\_all">

You can also include parameters in the form of path variables similarly to normal parameters but specifying a placeholder inside your URL’s path:

<a th:href="@{/order/{id}/details(id=3,action='show\_all')}">

Which would output as:

<a href="/order/3/details?action=show\_all">

## *URL fragment identifiers*

Fragment identifiers can be included in URLs, both with and without parameters. They will always be included at the URL base, so that:

<a th:href="@{/home#all\_info(action='show')}">

…would output as:

<a href="/home?action=show#all\_info">

## *URL rewriting*

Thymeleaf allows you to configure URL rewriting filters in your application, and it does so by calling the **response.encodeURL(...)** method in the **javax.servlet.http.HttpServletResponse** class of the Servlet API for every URL generated from a Thymeleaf template.

This is the standard way of supporting URL rewriting operations in Java web applications, and allows URLs to:

* Automatically detect whether the user has cookies enabled or not, and add the **;jsessionid=...** fragment to the URL if not —or if it is the first request and cookie configuration is still unknown.
* Automatically apply proxy configuration to URLs when needed.
* Make use (if configured so) of different CDN (Content Delivery Network) setups, in order to link to content distributed among several servers.

A very common (and recommended) technology for URL Rewriting is [URLRewriteFilter](http://tuckey.org/urlrewrite/).

## *Only for th:href’s?*

Do not think URL **@{...}** expressions are only used in **th:href** attributes. They can, in fact, be used anywhere just like variable expressions (**${...}**) or message externalization / internationalization ones (**#{...}**).

For example, you could use them in forms…

<form th:action="@{/order/processOrder}">

…or as a part of other expression. Here as a parameter of an externalized/internationalized string:

<p th:text="#{orders.explanation('3', @{/order/details(id=3,action='show\_all')})}">

## *Using expressions in URLs*

What if we needed to write an URL expression like this:

<a th:href="@{/order/details(id=3,action='show\_all')}">

…but neither **3** nor **'show\_all'** could be literals, because we only know their value at run time?

No problem! Every URL parameter value is in fact an expression, so you can easily substitute your literals with any other expressions, including i18n, conditionals…:

<a th:href="@{/order/details(id=${order.id},action=(${user.admin} ? 'show\_all' : 'show\_public'))}">

What’s more: an URL expression like:

<a th:href="@{/order/details(id=${order.id})}">

…is in fact a shortcut for:

<a th:href="@{'/order/details'(id=${order.id})}">

Which means that the URL base itself can be specified as an expression, for example a variable expression:

<a th:href="@{${detailsURL}(id=${order.id})}">

…or an externalized/internationalized text:

<a th:href="@{#{orders.details.localized\_url}(id=${order.id})}">

…even complex expressions can be used, including conditionals, for example:

<a th:href="@{(${user.admin}? '/admin/home' : ${user.homeUrl})(id=${order.id})}">

Want it cleaner? Use **th:with**:

<a th:with="baseUrl=(${user.admin}? '/admin/home' : ${user.homeUrl})"

th:href="@{${baseUrl}(id=${order.id})}">

…or…

<div th:with="baseUrl=(${user.admin}? '/admin/home' : ${user.homeUrl})">

...

<a th:href="@{${baseUrl}(id=${order.id})}">...</a>

...

</div>

*<!DOCTYPE html>*

*<html lang="en" xmlns:th="*[*http://www.thymeleaf.org*](http://www.thymeleaf.org/)*">*

*<head>*

*<meta charset="ISO-8859-1">*

*<title>Employee</title>*

*<link rel="stylesheet"*

*href="*[*https://stackpath.bootstrapcdn.com/bootstrap/4.1.3/css/bootstrap.min.css*](https://stackpath.bootstrapcdn.com/bootstrap/4.1.3/css/bootstrap.min.css)*"*

*integrity="sha384-MCw98/SFnGE8fJT3GXwEOngsV7Zt27NXFoaoApmYm81iuXoPkFOJwJ8ERdknLPMO"*

*crossorigin="anonymous">*

*</head>*

*<body>*

*<div class="container my-2" align="center">*

*<h3>Employee List</h3>*

*<a th:href="@{/addnew}" class="btn btn-primary btn-sm mb-3" >Add Employee</a>*

*<****table*** *style="width:80%" border="1"*

*class = "table table-striped table-responsive-md">* **<!—Tabel HTML 🡪**

*<thead> <!--* Defineşte titlul tabelului 🡪

*<tr>* <!—Linie de tabel 🡪

*<th>Name</th> <!--* Celula header tabel>

*<th>Email</th> <!--* Celula header tabel>

*<th>Action</th> <!--* Celula header tabel>

*</tr>* <!—Linie de tabel 🡪

*</thead> <!--* Defineşte titlul tabelului 🡪

*<tbody>* <!— Corpul Tabelului ->

*<tr th:each="employee:${allemplist}">* <!—Linie de tabel 🡪

*<td th:text="${employee.name}"></td> <!--* Celula de date a tabelului>

*<td th:text="${employee.email}"></td><!--* Celula de date a tabelului>

*<td> <a th:href="@{/showFormForUpdate/{id}(id=${employee.id})}"*

*class="btn btn-primary">Update</a>*

*<a th:href="@{/deleteEmployee/{id}(id=${employee.id})}"*

*class="btn btn-danger">Delete</a>*

*</td>*

*</tr>* <!—Linie de tabel 🡪

*</tbody>* <!— Corpul Tabelului ->

*</****table****>* **<!—Tabel HTML 🡪**

*</div>*

*</body>*

*</html>*

**HTML**

The <th> tag defines a header cell in an HTML table.

An HTML table has two kinds of cells:

* Header cells - contains header information (created with the <th> element)
* Data cells - contains data (created with the [<td>](https://www.w3schools.com/TAGs/tag_td.asp) element)

The text in <th> elements are bold and centered by default.

The text in <td> elements are regular and left-aligned by default.

**THYMELEAF**

**th:insert** is the literal meaning of insert, insert the specified code fragment into the main tag  
**th:replace** is the literal meaning of replacement, replacing the main tag with the specified code snippet

**th:name** => This would be the name of the value that you will be either passing to another page (Exemplar scenario).

**th:value** => This would be the actual value that you would be passing. It could be obtained from a model or straight from the database explicitly.

In Thymeleaf : **th:field="${something}"**  vs  **th:field="\*{something}"**

Five types:

* ${...} : Variable expressions. These are OGNL expressions (or Spring EL if you have spring integrated)
* \*{...} : Selection expressions. Same as above, excepted it will be executed on a previously selected object only
* #{...} : Message (i18n) expressions. Used to retrieve locale-specific messages from external sources
* @{...} : Link (URL) expressions. Used to build URLs
* ~{...} : Fragment expressions. Represent fragments of markup and move them around templates

**Thymeleaf vs Angular**

When you create a web page into a server-side Java Web Application, you will follow the schema below:

![Thymeleaf vs Angular: template engine ](data:image/png;base64,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)

When you want to create a server-side Java Web Application you can use one of the following solutions [**Java Server Faces (JSF)**](https://learn-it-with-examples.com/development/java/web-tier/java-jsf-example.html), [Java Server Pages (JSP)](https://learn-it-with-examples.com/development/java/web-tier/java-jsp-example.html), [servlets](https://learn-it-with-examples.com/development/java/web-tier/java-servlet-example.html), template engines like **Thymeleaf**, etc.

- As you can see [Thymeleaf](https://learn-it-with-examples.com/development/java/thymeleaf/what-thymeleaf-is.html" \t "_blank) is closer to the HTML format and for this reason Thymeleaf is named "*a natural template*"

 - Angular is a Single Page Application while Thymeleaf is a "multipage" application

 - **With Thymeleaf, the page is created on the server and with Angular, the page is created on the client**

 - Both give you full control to the web design

 - Thymeleaf could be seen as an improvement to the Java Server Pages (JSP) while [Angular](https://learn-it-with-examples.com/development/html-css-javascript/angular/angular-hello-world-example.html) is a (relatively) new way of creating the front-end

## Single-page application vs Multi-page application: What Is Better for Your Project?

MPA or SPA? There is no definite answer which of them is better as everything depends on the web app features you are going to develop and the tasks the app should deal with. Customers should make a choice based on their business needs and technical requirements for a specific project.

If your website has to show a large number of products or services and SEO(**Search engine optimization** ) is an important channel for you to attract customers, a multi-page application is a right choice for you. If you want to provide maximum functionality in limited web space, create a dynamic platform, or flexibly manage large amounts of data, a single-page app is your more suitable option.

Each of both architectures has its own pros and cons. Which one will suit you better? Everything depends on the specific project and specific business requirements. If you need to find the best solution, [contact us](https://lvivity.com/contact), and let us dwell on the details.